**Web Scraping in R**

Web scraping needs no introduction among Data enthusiasts. It’s one of the most viable and most essential ways of collecting Data when the data itself isn’t available.

Knowing web scraping comes very handy when you are in shortage of data or in need of Macroeconomics indicators or simply no data available for a particular project like a Word2vec / Language with a custom text dataset.

rvest a beautiful (like BeautifulSoup in Python) package in R for web scraping. It also goes very well with the universe of tidyverse and the super-handy %>% pipe operator.

**Disclaimer: This tutorial is for pure educational purpose, Please check any website’s ToS before scraping them**

**Sample Use-case**

Text Analysis of how customers feel about Etsy.com. For this, we are going to extract reviews data from [trustpilot.com](http://trustpilot.com/).

library(tidyverse) #for data manipulation - here for pipe

library(rvest) - for web scraping #single-page

scrapingurl <- "<https://www.trustpilot.com/review/www.etsy.com?page=1>"

scrapingurl %>%

read\_html() %>%

html\_nodes(".review-content\_\_text") %>%

html\_text() -> reviews

This is fairly a straightforward code where we pass on the URL to read the html content. Once the content is read, we use html\_nodes function to get the reviews text based on its css selector property and finally just taking the text out of it html\_text() and assigning it to the R object reviews .

Below is the sample output of reviews:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAiCAMAAAAqN3oYAAAAA3NCSVQICAjb4U/gAAAAGFBMVEX////e3t7Y2Njq6urk5OTy7/Hx3+769vkUW500AAAAuklEQVQ4je2UsRLDMAxCDRLW//9xwWn3ZOoSclbOEcK+DG/N1l7PNLMt7Xk0Io9k7T2pujcy43L7lH3f+5Wgc5NiFwmwuil0NVnwPls2CoTgjpYaaTZL/lJowdMeTtCDf/Lq1atX/9IPfQrlgDLG2mgz+1gmYZlsKcQy5KrEWaLRF9jZ35eJsfjF5WHIHDztCjkbc9IzRbvcaijIRLK9Jj4/OPzt5NQKgHFycLV80MmscxBiPle4sorzAWsqA+UO7mT/AAAAAElFTkSuQmCC)

Well and Good. We’ve successfully scraped the reviews we wanted for our Analysis.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAATCAMAAADlEa4QAAAAA3NCSVQICAjb4U/gAAAATlBMVEX////csNbWpM/iv939+/3z5PHfuNrx8/T3+Pn69Pnr4OnnyePRmMmSkpLLi8Lb29ulpaWvr6/Tsc+6urrHgr3GgLxvb29xcXHJycnCwsLmnGwWAAAAyUlEQVQoka3Ri6rDIAwA0MQ8any2dN3j/3/0unKh3SijjgVEEzxoFLyH3vgnvFV4lzK8L1ayZslYTMwkGgq7YNJyMIJnsQ2NexJQANRScepSSupIEQqlC0ZNUBZcdBFwL4TaOTGSqmkqEdXIgQKpLYyC5DQi2gvZ3ZKV1lnCe8u0a+b4xfiouBGfa+Z5Ahjm+zh92ruRCUaGsa3nR76dJJxrI1zHes3nSK4hPC/mwxCGU+TEph+QIN3ESqfxXj7+2yHpBN+RoTf+ADbvCC7VkudVAAAAAElFTkSuQmCC)

But the catch is the amount of reviews we’ve got is just 20 reviews — in that as we can see in the screenshot we’ve already got a non-English review that we might have to exclude in the data cleaning process.

This all puts us in a situation to collect more data to compensate the above mentioned data loss and make the analysis more effective.

**Need for Scale**

With the above code, we had scraped only from the first page (which is the most recent). So, Due to the need for more data, we have to expand our search to further pages, let’s say 10 other pages which will give us 200 raw reviews to work with before data processing.

**Conventional Way**

The very conventional way of doing this is to use a loop — typically forloop to iterate the URL from 1 to 20 to create 20 different URLs (String Concatenation at work) based on a base url. As we all know that’s more computationally intensive and the code wouldn’t be compact either.

**The Functional Programming way**

This is where we are going to use R’s functional programming support from the package purrr to perform the same iteration but quite in R’s tidy way within the same data pipeline as the above code. We’re going to use two functions from purrr ,

1. map() is the typical map from the functional programming paradigm, that takes a function and maps onto a series of values.
2. map2\_chr() is the evolution of map that takes additional arguments for the function and formats the output as a character.

**Below is our Functional Programming Code**

library(tidyverse)

library(rvest)

library(purrr) #multi-page

url <- "<https://www.trustpilot.com/review/www.etsy.com?page=>" # base URL without the page number

url %>%

map2\_chr(1:10,paste0) %>% #for building 20 URLs

map(. %>%

read\_html() %>%

html\_nodes(".review-content\_\_text") %>%

html\_text()

) %>%

unlist() -> more\_reviews

As you can see, this code is very similar to the above single-page code and hence it makes it easier for anyone who understand the previous code to read this through with minimal prior knowledge.

The additional operations in this code is that we build 20 new URLs (by changing the query value of the URL) and pass on those 20 URLs one-by-one for web scraping and finally as we’d get a list in return, we use unlist to save all the reviews whose count must be 200 (20 reviews per page x 10 pages).

Let’s check how the output looks:

![](data:image/png;base64,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)

Yes, 200 reviews it is. That fulfills our goal of collecting (fairly) sufficient data for performing the text analysis use-case we mentioned above.

But the point of this article is to introduce you to the world of functional programming in R and to show how easily it fits in with the existing data pipeline / workflow and how compact it is and with a pinch of doubt, how efficient it is (than a typical for-loop). Hope, the article served its purpose.